# **Project Report**

## GitHub URL

<https://github.com/riju-s/UCD_FidelityC_Riju_Sathyan_Final_Assignment>

## Abstract

The report seeks to demonstrate the application of skills gained within Python to successfully import, clean, manipulate and visualise results – thereby enabling insights to be highlighted through the journey. The first part of the project uses English Premier League (EPL) table datasets sourced from Kaggle and Wikipedia. The latter dataset enabling us to validate data in the former dataset, prior to any analysis or visualisation. The second part of the project uses Diabetes data, sourced from Kaggle, to perform classification type supervised machine learning to see if the eight feature variables can accurately predict the target variable.

## Introduction

The EPL datasets were chosen because to avoid the need for an SMEs to assist in your work or extensive research.  Given that I am an avid follower of the EPL since its inception in the early 1990s, it seemed like a logical dataset to demonstrate learnings with a domain I was familiar with.  However, this dataset has drawbacks for machine learning, given the level of interdependencies between records.  i.e., a win for one team is a loss for another, a goal conceded for one team is goal scored for another, etc.

Therefore, I selected a more machine learning friendly dataset that did not have the same level of complex interdependency issues.  Given diabetes is more likely in South-East Asian communities, my heritage, I thought it would be interesting to test the thesis – using machine learning, could a set of eight feature variables (noted below) be used to accurately predict whether an individual was a diabetic.

# 

# Dataset

|  |  |  |
| --- | --- | --- |
| Description | Source/File Name | Source Link |
| **(a)** Champion League History - UK Teams from 1955 to 2022 | Wiki page table | <https://en.wikipedia.org/wiki/English_football_clubs_in_international_competitions> |
| **(b)** English Premier League Final Tables for 21 Seasons | EPL\_standings\_2000-2021.csv | <https://www.kaggle.com/datasets/quadeer15sh/premier-league-standings-11-seasons-20102021> |
| **(c)** Diabetes data on female patients (min 21 years old) of Pima Indian heritage | diabetes.csv | <https://www.kaggle.com/code/mathchi/diagnostic-a-patient-has-diabetes/data> |

## Implementation Process

EPL Datasets

* Imported the necessary modules for this exercise.
* EPL Dataset (a): Webscraped table from a Wikipedia web page using pandas **read\_html** function and stored the results within a **pandas** dataframe named *df\_wiki*.
* Located the desired dataset as index=3 within the df\_wiki, and visually confirmed results.
* Reviewed the integrity of the data by using **info** and **describe** functions
* Replaced the character ‘—“ with ‘-“ on the *Season* column, with the **str.replace** function to align format with the EPL dataset (b).
* **Regex** in conjunction with **str.contains** used to check referential integrity of *Season* column, with results stored as Boolean values in a new column *DQ\_Season*. Exceptions where reviewed and updated.
* A new dataframe, *df\_seasons,* was created with sorted unique Champion Leagues (CL) seasons. The function **shift** was used to create a new column lagged by one row, to reflect the Premier League qualifying season, which the prior season.
* A **dictionary**, sm\_d, was created and then populated by iterating through *df\_seasons*, to create a key-item mapping between Champion League season and qualifying Premier League season.
* The **zip** function was used to create a new dataframe, *df\_English\_teams\_qualified*, from two columns from different dataframes.
* A new column *Season\_PLq* was created and populated through **iterating** through all records within the dataframe. Item value where stored from the key (based CL Season) within the *sm\_d* **dictionary**.

* EPL Dataset (b): Imported csv file as a **pandas** data frame, *df\_EPLs.* A total of 440 records.
* 20 records were dropped where the columns *Season*=’2021-22’ using **~**. This is needed because dataset (A) does not contain this period.
* Reviewed the integrity of the data by using info and describe functions
* **Regex** in conjunction with **str.contains** used to find champion league qualification from text within the *Qualification or relegation* column, with results stored as Boolean values in a new column *CLQ\_chk*. Exceptions where reviewed and updated.
* Two data frames created that containing unique team names from both datasets (A) and (B).
* The two datasets were **merged** using a **right join** and a **Boolean** check made on whether the team names were the same across both team name columns. This exercise was conducted to ensure consistency in Team names.
* Exception were reviewed, but no updates were necessary
* Created the data frame, *df\_final\_table*, by merging df\_EPLs and *df\_English\_teams\_qualified* vaia left join on both *Season* and *Team* columns
* Revalidated that no Teams were unmatched as a result of this merge.
* This means that the teams and seasons on dataset (b) have been cross-checked and validated with an alternative data source, i.e. dataset (b)
* Removed unwanted columns using the **drop** function.
* Used the final dataset to start analysis.
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* Two **user-defined functions** were created – *get\_teams()* and *get\_history().* The full description of the functions can be found using **\_\_doc\_\_**.
* The function were used to returns results and a basic iteration was used to demonstrate the returned values of a selected range of indices.

Diabetes dataset

* Imported the additional modules required for this exercise.
* Imported csv dataset into pandas data frame using **read\_csv**.
* Reviewed the integrity of the data by using **info** and **describe**. Alongside this, the data was visually reviewed using **seaborn boxplots**, for each variable.
* This review highlighted the following:
  1. No null values
  2. All columns contained 768 records
  3. Minimum age was confirmed as 21
  4. *Glucose*, *BloodPressure*, *SkinThickness*, *Insulin* and *BMI* all contained zero values, which clearly is erroneous and thereby skewing the statistical metrics.
  5. Highly likely erroneous outlier values in *Pregnancies*, *Glucose*, *BloodPressure*, *SkinThickness*, *Insulin*, *BMI* and the *DiabetesPedigreeFunction*.
* Point [d] was addressed by converting all zero values in the impacted columns to numpy NaN, recalculating the column medians, and then replacing the zero values with the respective updated median. This approach avoided the need to drop a fair number of records.
* Point [e] was addressed by removing outlier records.  The definition of an outlier used was 0.5 percentile (upper and lower).  The respective records were removed from the dataset leaving 726 records, ie 42 records dropped.
* The final data set was reviewed again using **info** and **describe**. Alongside this, the data was visually reviewed using **seaborn boxplots**, for each variable.
* A countplot was used to show split between non-diabetics and diabetics, where *Outcome* is zero and one respectively. In addition, the **describe** function was also used to observes the differences between the two Outcome types.
* A correlation matrix heatmap was used to highlight the relationships between the variables
* For the top three correlation values, further analysis was conducted.
* The relationships between Age and Pregnancies, and BMI and Skin Thickness was reviewed using seaborn **regplots** for each Outcome time. This showed the linear regression model fits between non-diabetic and diabetic groups. Additionally, a seaborn scatterplot was reviewed across the whole outcome population with hue set to differentiate outcome groups. All three plots were created as subplots with a common x and y axis to enable easier side-by-side comparison.
* Given the third highest correlation was between Outcome (target variable) and Glucose, different analysis was undertaken. A seaborn **displot** was used to plot the distribution of non-diabetics and diabetics onto a single plot, with a kernel density estimates (KDEs) added to see the shape of the distribution. The respective means for each sub-group was also added to the plot.
* Visually the profile of glucose levels in diabetics looked materially lower when compared to the glucose levels in diabetics.
* To test statistically, a t-test was conducted on the two sub-datasets (glucose levels in non-diabetics vs glucose levels diabetics). The null hypothesis of both sub-datasets having the same mean was tested with a confidence level of 99%. The null hypothesis was rejected, thereby suggesting that the means are statistically significantly different. This was all achieved using the **scipy.stats** module and the **ttest\_ind** function.

- Re-reviewed the integrity of the data by using info, describe and isnull functions

- Dataset split into a training and test groups, using a 40% split ratio and allocated a random set (for consistent repeatability)

- A range of matching learning classification models were run on the datasets to see if the feature variables could accuracy predict the target variables. The models used were x, y, Z.

- To avoid repition of code, a loop was created to iterate through the models. The accuracy scores of each model were stored in a dataframe.

- The results were noted and the hyperparameter tuning was applied to see if the accuracy of the predictions could be improved.
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